[**TestNG官方文档中文版(1)-介绍**](http://www.blogjava.net/aoxj/archive/2008/03/18/187105.html)

最近决定开始使用TestNG来替代junit，作为未来的单元测试基础组件。  
    google了一下没有找到好的详细的文档，最后发现官网上的文档其实挺全的，决定翻译一下。  
    TestNG的官方文档请见： http://testng.org/doc/documentation-main.html  
  
1. 介绍  
    TestNG是一个设计用来简化广泛的测试需求的测试框架，从单元测试（隔离测试一个类）到集成测试（测试由有多个类多个包甚至多个外部框架组成的整个系统，例如运用服务器）。  
  
    编写一个测试的过程有三个典型步骤：  
  
    \* 编写测试的 业务逻辑并在代码中插入TestNG annotation  
    \* 将测试信息添加到testng.xml文件或者build.xml中  
    \* 运行TestNG  
  
在欢迎页面上可以找到快速入门示例。  
  
下面是这篇文档使用的概念：  
  
    \* suite由xml文件描述。它包含一个或多个测试并被定义为<suite>标签  
    \* test由<test>描述并包含一个或者多个TestNG类  
    \* TestNG类是包含至少一个TestNG annotation的java类，由<class>标签描述并包含一个或多个测试方法  
    \* 测试方法是源文件中带有@Testd注释的java方法  
  
    TestNG测试可以被@BeforeXXX 和 @AfterXXX annotations配置，容许在特定点的前后执行一些java逻辑，这些点上面已经列出。  
  
这份手册的剩余部分将讲述以下内容：  
  
    \* 所有的annotation列表并带有简短说明，为TestNG的多种功能性提供参考, 你可能需要参考为每个annotation提供的代码片段来学习细节。   
  
     \* testng.xml文件描述，它的语法和如果指定它。  
    \* 多个特性的详细列表和怎样结合annotation和testng.xml来使用它们  
  
\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
  
注：上面的内容很简短，但是请注意其中的一些细节。  
  
1. TestNG是一个设计用来简化广泛的测试需求的测试框架，从单元测试到集成测试  
    这个是TestNG设计的出发点，不仅仅是单元测试，而且可以用于集成测试。设计目标的不同，对比junit的只适合用于单元测试，TestNG无疑走的更远。  
    可以用于集成测试，这个特性是我选择TestNG的最重要的原因。  
  
2. 测试的过程的三个典型步骤，注意和junit(4.0)相比，多了一个将测试信息添加到testng.xml文件或者build.xml  
    测试信息尤其是测试数据不再写死在测试代码中，好处就是修改测试数据时不需要修改代码/编译了，从而有助于将测试人员引入单元测试/集成测试。  
  
3. 基本概念，相比junit的TestCase/TestSuite，TestNG有suite/test/test method三个级别，即将test/test method明确区分开了。  
    junit中的TestCase将test/test method混合，比较容易让人概念不清晰，尤其是新手。

[**TestNG官方文档中文版(2)-annotation**](http://www.blogjava.net/aoxj/archive/2008/03/19/187380.html)

    TestNG的官方文档的中文翻译版第二章，原文请见 http://testng.org/doc/documentation-main.html  
  
2 - Annotation  
  
这里是TestNG中用到的annotation的快速预览，还有它们的属性。  
  
  
@BeforeSuite:        被注释的方法将在所有测试运行前运行  
@AfterSuite:        被注释的方法将在所有测试运行后运行  
@BeforeTest:        被注释的方法将在测试运行前运行  
@AfterTest:        被注释的方法将在测试运行后运行  
@BeforeGroups:        被配置的方法将在列表中的gourp前运行。这个方法保证在第一个属于这些组的测试方法调用前立即执行。  
@AfterGroups:        被配置的方法将在列表中的gourp后运行。这个方法保证在最后一个属于这些组的测试方法调用后立即执行。  
@BeforeClass:        被注释的方法将在当前类的第一个测试方法调用前运行。  
@AfterClass:        被注释的方法将在当前类的所有测试方法调用后运行。  
@BeforeMethod:        被注释的方法将在每一个测试方法调用前运行。  
@AfterMethod:        被注释的方法将在每一个测试方法调用后运行。  
属性：  
    alwaysRun    对于每个bufore方法(beforeSuite, beforeTest, beforeTestClass 和 beforeTestMethod, 但是不包括 beforeGroups):   
                如果设置为true，被配置的方法将总是运行而不管它属于哪个组。  
                对于after方法(afterSuite, afterClass, ...): 如果设置为true，被配置的方法甚至在一个或多个先调用的方法失败或被忽略时也将运行。  
    dependsOnGroups        这个方法依赖的组列表  
    dependsOnMethods    这个方法依赖的方法列表  
    enabled            这个类的方法是否激活  
    groups            这个类或方法所属的分组列表  
    inheritGroups        如果设置为true，这个方法被属于在类级别被@Test annotation指定的组  
   
@DataProvider    标记一个方法用于为测试方法提供数据。  
                被注释的方法必须返回Object[][], 其中每个Object[]可以指派为这个测试方法的参数列表。  
                从这个DataProvider接收数据@Test方法需要使用一个和当前注释相同名称的dataProvider名称  
    name         这个DataProvider的名称  
   
@Factory    标记方法作为一个返回对象的工厂，这些对象将被TestNG用于作为测试类。这个方法必须返回Object[]  
   
@Parameters    描述如何传递参数给@Test方法  
    value    用于填充这个方法的参数的变量列表  
   
@Test        标记一个类或方法作为测试的一部分  
    alwaysRun     如果设置为true，这个测试方法将总是运行，甚至当它依赖的方法失败时。  
    dataProvider     这个测试方法的data provider的名称  
    dataProviderClass     用于查找data provider的类。  
                    如果不指定，将在当前测试方法所在的类或者它的基类上查找data provider。  
                    如果这个属性被指定, 则data provider方法需要是指定类的static方法。  
    dependsOnGroups     当前方法依赖的组列表  
    dependsOnMethods     当前方法依赖的方法列表  
    description     当前方法的描述  
    enabled     当前类的方法/方法是否被激活  
    expectedExceptions     测试方法期望抛出的异常列表。如果没有异常或者抛出的不是列表中的任何一个，当前方法都将标记为失败.  
    groups     当前类/方法所属的组列表  
    invocationCount     当前方法被调用的次数  
    successPercentage     当前方法期望的成功率  
    sequential     如果设置为true，当前测试类上的所有方法保证按照顺序运行。甚至测试们在parallel="true"的情况下.  
            这个属性只能用于类级别，如果用于方法级别将被忽略。  
    timeOut     当前方法容许花费的最大时间，单位毫秒。  
    threadPoolSize     当前方法的线程池大小。方法将被多线程调用，次数由invocationCount参数指定  
            注意：如果invocationCount没有指定则这个属性将被忽略  
  
  
注：  
    上面是TestNG中用到的annotation列表，从中我们可以看到TestNG提供的一些特性  
  
1. before方法和after方法    带来了足够丰富的测试生命周期控制  
2. dependsOnGroups/dependsOnMethods 提供了依赖检查机制，并可以严格控制执行顺序  
3. DataProvider 使得对同一个方法的测试覆盖变的非常轻松，非常适合进行边界测试，只要给出多种测试数据就可以针对一个测试方法进行覆盖  
4. expectedExceptions 使得异常测试变的非常轻松  
5. invocationCount/threadPoolSize 终于可以简单的直接进行多线程测试了，这个绝对是junit的超级弱项，回想junit中那个万恶的System.exist(0)...  
6. timeOut 终于不用死等然后手工强行关闭测试，TestNG想的太周到了

[**TestNG官方文档中文版(3)-testng.xml**](http://www.blogjava.net/aoxj/archive/2008/03/19/187382.html)

    TestNG的官方文档的中文翻译版第3章，原文请见 http://testng.org/doc/documentation-main.html   
  
    3 - testng.xml  
  
    调用TestNG由几种不同方法：  
  
    \* 使用testng.xml文件  
    \* 使用ant  
    \* 从命令行  
  
    这节描述testng.xml的格式（文档的后面会讲到ant和命令行）。  
  
    当前testng.xml的DTD文件可以从官方找到：http://testng.org/testng-1.0.dtd。（为了方便使用，你可能更喜欢浏览HTML版本）。  
    下面是testng.xml文件的一个例子：

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" >  
   
<suite name="Suite1"    verbose="1" >  
  <test name="Nopackage" >  
    <classes>  
       <class name="NoPackageTest"  />  
    </classes>  
  </test>  
  
  <test name="Regression1"   >  
    <classes>  
      <class name="test.sample.ParameterSample"  />  
      <class name="test.sample.ParameterTest" />  
    </classes>  
  </test>  
</suite>

    你可以指定包名替代类名：

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" >  
  
<suite name="Suite1" verbose="1" >  
  <test name="Regression1"   >  
    <packages>  
      <package name="test.sample" />  
   </packages>  
 </test>  
</suite>

    在这个例子中，TestNG将在包test.sample中查找所有的类，并只保留带有TestNG annotation的类。  
  
    你同样可以指定包含或不包含的组和方法:

<test name="Regression1">  
  <groups>  
    <run>  
      <exclude name="brokenTests"  />  
      <include name="checkinTests"  />  
    </run>  
  </groups>  
   
  <classes>  
    <class name="test.IndividualMethodsTest">  
      <methods>  
        <include name="testMethod" />  
      </methods>  
    </class>  
  </classes>  
</test>

    你同样可以在testng.xml中定义新的组，指定属性的额外详细情况，比如是否并行运行测试，使用多少线程，是否运行junit测试，等等...  
    请查看DTD文件了解完整的特性列表。

[**TestNG官方文档中文版(4)-运行TestNG**](http://www.blogjava.net/aoxj/archive/2008/03/22/187938.html)

4 - 运行TestNG  
  
TestNG可以以不同的方式调用：  
  
    \* Command line  
    \* ant  
    \* Eclipse  
    \* IntelliJ's IDEA  
  
1) 命令行  
  
假设你已经将TestNG加入到class path，调用TestNG最简单的方法事下面的：  
  
java org.testng.TestNG testng1.xml [testng2.xml testng3.xml ...]  
  
必须指定最少一个描述你试图测试的TestNG suite的xml文件。另外，下面的命令行参数可以使用：  
  
命令行参数列表  
  
选项        参数                文档说明  
-d        一个目录            生成报告的目录（ test-output）  
-sourcedir    分号隔开的目录列表        带有javadoc注释的测试源文件目录. 这个选项只在使用javadoc类型的annotation时才有效.   
                        (例如 "src/test" or "src/test/org/testng/eclipse-plugin;src/test/org/testng/testng").  
-testclass    可以在classpath路径中找到的逗号分隔的类列表。逗号分隔的类文件列表(例如 "org.foo.Test1,org.foo.test2").  
-groups        逗号分隔的组列表        要运行的组列表(例如 "windows,linux,regression").  
-excludegroups    逗号分隔的组列表        不想包含在这次运行中的组列表  
-testrunfactory    可以在classpath中找到的java类    指定测试的runner.这个类需要实现接口org.testng.ITestRunnerFactory .  
-listener    可以在classpath路径中找到的逗号分隔的类列表。    指定测试的listener. 这个类需要实现接口org.testng.ITestListener  
-parallel    methods|tests            如果指定, 设置运行测试时如何使用并发线程的默认机制.如果不设置，默认机制是完全不使用并发线程。这个设置可以被suite定义覆盖.  
-threadcount    并发测试运行时默认使用的线程数    用于设置并发测试时默认的线程数. 只在并发模式被选择时才生效 (例如, 打开 -parallel 选项). 这个设置可以被suite定义覆盖.  
-suitename    测试套件使用的默认名称.        指定在命令行上定义的测试套件的名称。如果suite.xml文件或源代码指定了另外一个不同的套件名称，这个选项将被忽略。可以创建带空格的套件名称，如果在名称前后加双引号如"like this".  
-testname    测试使用的默认名称.        指定在命令行上定义的测试的名称。如果suite.xml文件或源代码指定了另外一个不同的测试名称，这个选项将被忽略。可以创建带空格的测试名称，如果在名称前后加双引号如"like this".  
-reporter    扩展配置用于自定义报告listenner.    类似 -listener 选项, 除了容许reporter示例上由javabean形式的配置.  
    例如: -reporter com.test.MyReporter:methodFilter=\*insert\*,enableFiltering=true  
  
可以通过不带任何参数直接调用TestNFG来获得这个文档。  
  
可以将命令行开关写到txt文件中，例如c:\command.txt, 然后告诉TestNG使用这个文件类找到参数:  
  
  C:> more c:\command.txt  
  -d test-output testng.xml  
  C:> java org.testng.TestNG @c:\command.txt  
  
另外，可以通过jvm的命令行来传递参数给TestNG，例如  
  
java -Dtestng.test.classpath="c:/build;c:/java/classes;" org.testng.TestNG testng.xml  
  
TestNG能够理解的参数  
属性             类型                     文档  
testng.test.classpath     分号分隔的包含测试类的一系列目录     如果这个属性被设置，TestNG将使用它替代从class path来查找测试类. 如果你正在使用在xml文件里面的包标签并且在classpath路径中由很多类而大部分都不是测试类的时候比较方便  
  
举例:  
  
java org.testng.TestNG -groups windows,linux -testclass org.test.MyTest  
  
注意 ant 任务和testng.xml容许用更多的参数来启动TestNG（包含的方法，指定的参数，等等），因此可以认为命令行适用于学习TestNG并且想快速入门。  
  
  
2) Ant   
  
可以这样定义TestNG的ant任务：  
  
<taskdef resource="testngtasks"  
         classpath="testng.jar"/>  
  
这个任务运行TestNG测试，并且通常是在单独的jvm中。接受下面的属性：  
  
属性名            描述                是否必须  
annotations         字符串"JDK"或者"Javadoc". 定义测试适用的注释类型.如果使用"Javadoc", 则需要同时指定"sourcedir".     不是必须. 如果适用jkd5则默认为"JDK"，如果适用jdk1.4则默认为"Javadoc"  
classfilesetref     要运行的测试类的FileSet结构的引用.        
classpath         要运行的测试的PATH-like 结构.        
classpathref         要运行的测试的PATH-like 结构的引用.        
dumpCommand         打印TestNG启动命令.     不是必须,默认false  
enableAssert         开启JDK 1.4的断言.     不是必须,默认true  
failureProperty     失败发生时要设置的属性的名称. 只有haltonfailure没有设置时才有效.     不是必须.  
haltonfailure         如果测试运行期间发生失败，停止构造过程.     不是必须,默认false  
haltonskipped         如果发生至少一次测试跳过，停止构造过程.        不是必须,默认false  
groups             要运行的组列表，空格或逗号分隔      
excludedgroups         排除在外的组列表，空格或逗号分隔  
jvm             使用的jvm，将被Runtime.exec()运行     java  
listeners         逗号或空格分隔的全路径类列表，需要实现org.testng.ITestListener或org.testng.IReporter     不是必须  
outputdir         报告输出目录             不是必须,默认输出到test-output.  
skippedProperty     当发生测试被跳过时设置的property的名称.只有当haltonskipped没有设置时才使用     不是必须  
sourcedir         用于jdk1.4测试的PATH-like结构(使用JavaDoc形式的annotations)        
sourcedirref         用于jdk1.4测试的PATH-like结构的引用(使用JavaDoc形式的annotations)             
suiteRunnerClass     TestNG启动器的全路径名称    不是必须.  默认使用org.testng.TestNG  
parallel         运行测试时使用的并行模式 - methods或者tests     不是必须 - 如果没有指定，并行模式不被选择  
threadCount         运行时使用的线程数量。如果并行模式被同时指定否则忽略。     默认1  
testJar         包含测试和套件定义的jar包路径  
timeOut         所有测试必须运行完成的最大超时时间，单位毫秒   
useDefaultListeners     是否使用默认监听器和报告器.     默认true.  
workingDir         运行TestNG前ant任务应该转移到的目录。  
xmlfilesetref        用于要测试的套件定义的FileSet结构的引用        
suitename         设置测试套件的默认名称如果在suite的xml文件或者源代码中都没有被定义。    不是必须，默认设置为"Ant suite"  
testname        设置测试的默认名称如果在suite的xml文件或者源代码中都没有被定义。    不是必须，默认设置为"Ant test"  
  
  
属性classpath, classpathref或者内嵌的<classpath>必须设置一个，用于提供测试的classpath  
  
属性xmlfilesetref, classfilesetref 或者内嵌的 <xmlfileset>, 分别的<classfileset>必须使用用来提供测试  
  
注意：如果使用jdk1.4，属性attributes sourcedir, sourcedirref 或者内嵌的 <sourcedir> 必须提供.  
  
注意：使用<classfileset> 并不自动按添加测试类到classpath: 需要报告这些在classpath中的任务要工作的类  
  
内嵌元素  
classpath  
 <testng> 任务支持一个内嵌的<classpath> 元素来提供PATH-like的结构.  
  
bootclasspath  
bootstrap类文件的位置可以用这个PATH形式的结构指定-如果fork没有设置则被忽略  
  
xmlfileset  
套餐定义（testng.xml）可以通过一个FiltSet结构传递给任务  
  
classfileset  
TestNG可以直接在类上运行，同样支持FiltSet结构  
  
sourcedir  
PATH形式的结构，用于jdk1.4的测试，使用javadoc annotation  
  
jvmarg  
通过内嵌的<jvmarg>元素将额外的参数传递给新的虚拟机，例如：  
  
<testng>  
   <jvmarg value="-Djava.compiler=NONE" />  
   <!-- ... -->  
</testng>  
  
sysproperty  
使用内嵌的<sysproperty>元素来指定类需要的系统属性。在测试的执行期间虚拟机可以获取这些属性。 这个元素的属性和环境变量相同。  
  
<testng>  
   <sysproperty key="basedir" value="${basedir}"/>  
   <!-- ... -->  
</testng>  
将运行测试并且使得测试可以访问basedir属性  
  
reporter  
  
内部的<reporter>元素是一个可选的方式，用于注入自定义的报告监听器，容许用户为调整运行时的报告期行为而  
这个元素强制要求设置classname属性，指示自定义监听器的类。为了设置报告期属性，<reporter>元素可以包含多个内嵌的<property>元素来提供name和value属性，如下所示：  
  
<testng ...>  
   ...  
   <reporter classname="com.test.MyReporter">  
      <property name="methodFilter" value="\*insert\*"/>  
      <property name="enableFiltering" value="true"/>  
   </reporter>  
   ...  
</testng>  
  
public class MyReporter {  
  
  public String getMethodFilter() {...}  
  public void setMethodFilter(String methodFilter) {...}  
  public boolean isEnableFiltering() {...}  
  public void setEnableFiltering(boolean enableFiltering) {...}  
  ...  
}  
请注意这里仅仅支持有限的属性类型：String, int, boolean, byte, char, double, float, long, short.  
  
  
  
env  
可以通过内嵌的 <env>元素给TestNG的单独的虚拟机传递指定的环境变量。  
要查阅<env> 元素属性的详细描述，请查看ant的exec任务的描述。  
  
举例：  
Suite xml  
  
<testng classpathref="run.cp"  
        outputDir="${testng.report.dir}"  
        sourcedir="${test.src.dir}"  
        haltOnfailure="true">  
   
   <xmlfileset dir="${test14.dir}" includes="testng.xml"/>  
</testng>  
  
Class FileSet  
  
<testng classpathref="run.cp"  
        outputDir="${testng.report.dir}"  
        haltOnFailure="true"M verbose="2">  
    <classfileset dir="${test.build.dir}" includes="\*\*/\*.class" />  
</testng>

[**TestNG官方文档中文版(5)-测试方法/类和组**](http://www.blogjava.net/aoxj/archive/2008/03/23/188013.html)

5 - Test methods, Test classes and Test groups  
5.1 - Test groups  
  
TestNG容许执行复杂的测试方法分组。不仅可以申明方法属于组，而且可以指定分组包含其他分组。  
然后TestNG可以被调用，并被要求包含某些分组和排除其他的分组。  
这将提供怎样划分测试的最大弹性，并且如果想运行两个不同的测试装置不需要重新编译。  
  
例如，非常普遍的需要至少两个种类的测试  
  
    \* Check-in tests.  这些测试将在提交新代码之前运行. 它们典型的被要求快速而且仅仅确认没有基础功能被破坏。   
    \* Functional tests.  这些测试将覆盖所有的软件功能，并且必须运行至少1天，尽管理想的是连续运行.  
  
代表性的，check-in测试是功能性测试的子集。TestNG容许用非常直接的方式说明这个。  
例如： 可以这样构造测试，申明完整的测试类属于"functest"组，另外两个方法属于组"checkintest":  
  
public class Test1 {  
  @Test(groups = { "functest", "checkintest" })  
  public void testMethod1() {  
  }  
  
  @Test(groups = {"functest", "checkintest"} )  
  public void testMethod2() {  
  }  
  
  @Test(groups = { "functest" })  
  public void testMethod3() {  
  }  
  
}  
  
调用TestNG，使用  
  
<test name="Test1">  
  <groups>  
    <run>  
      <include name="functest"/>  
    </run>  
  </groups>  
  <classes>  
    <class name="example1.Test1"/>  
  </classes>  
</test>  
将运行在类中的所有测试方法，如果使用checkintest调用则将只运行testMethod1()和testMethod2().  
  
这里由其他例子，这次使用正则表达式。假设某些测试方法可能无法在Linux上运行，测试将是类似如此：  
@Test  
public class Test1 {  
  @Test(groups = { "windows.checkintest" })   
  public void testWindowsOnly() {  
  }  
  
  @Test(groups = {"linux.checkintest"} )  
  public void testLinuxOnly() {  
  }  
  
  @Test(groups = { "windows.functest" )  
  public void testWindowsToo() {  
  }  
}  
  
你可以使用下面的testng.xml文件只启动Windows方法：  
  
<test name="Test1">  
  <groups>  
    <run>  
      <include name="windows.\*"/>  
    </run>  
  </groups>  
  
  <classes>  
    <class name="example1.Test1"/>  
  </classes>  
</test>  
  
注意：TestNG使用正则表达，而不是wildmats。注意这个差别。  
  
Method groups  
同样可以包含或排除个别方法：  
  
<test name="Test1">  
  <classes>  
    <class name="example1.Test1">  
      <methods>  
        <include name=".\*enabledTestMethod.\*"/>  
        <exclude name=".\*brokenTestMethod.\*"/>  
      </methods>  
     </class>  
  </classes>  
</test>  
  
这在需要使莫个单独的方法失效而不想重新编译时非常方便，但是不建议太多的使用这个机制，因为这将可能破坏你的测试框架 如果你开始重构你的java代码（标签中使用的正则表达式可能不再匹配你的方法）  
5.2 - Groups of groups  
  
"functest" itself will contain the groups "windows" and "linux" while "checkintest will only contain "windows".  Here is how you would define this in your property file:  
组可以包含其他组。这些组被称为"MetaGroups"。例如，你可能想定义一个"all"组，包括"checkintest" 和"functest"。"functest"自身将包含组 "windows" 和 "linux"，而"checkintest"将包含"windows".  
  
<test name="Regression1">  
  <groups>  
    <define name="functest">  
      <include name="windows"/>  
      <include name="linux"/>  
    </define>  
   
    <define name="all">  
      <include name="functest"/>  
      <include name="checkintest"/>  
    </define>  
   
    <run>  
      <include name="all"/>  
    </run>  
  </groups>  
   
  <classes>  
    <class name="test.sample.Test1"/>  
  </classes>  
</test>  
  
5.3 - Exclusion groups  
  
TestNG 容许包含组也容许排除组.  
  
例如，当由因为最近的修改而临时破坏的测试而又没有时间去修复它们时非常有用。无论如何，你想要干净的运行功能性测试，因此你想要是这些测试失效，但是记住它们重新被激活。  
一个简单的解决这个问题的方法是创建一个称为"broken"的组并让这些测试方法归属它。例如，在上面的例子中，我知道testMethod2() 现在被破坏了，所有我想关闭它：  
  
@Test(groups = {"checkintest", "broken"} )  
public void testMethod2() {  
}  
  
现在我所想要做的只是在运行中排除这个组：  
  
<test name="Simple example">  
  <groups>  
    <run>  
      <include name="checkintest"/>  
      <exclude name="broken"/>  
    </run>  
  </groups>  
   
  <classes>  
    <class name="example1.Test1"/>  
  </classes>  
</test>  
  
用这种方法，我将得到一个干净的测试运行，同时记录了那些被破坏并想要后续修复的测试。  
注意：你也可以通过使用在@Test and @Before/After annotations上的"enabled"属性在个体的层面上关闭测试，  
  
5.4 - Partial groups  
你可以在类的级别上定义组，然后在方法的层次上添加组：  
  
@Test(groups = { "checkin-test" })  
public class All {  
  
  @Test(groups = { "func-test" )  
  public void method1() { ... }  
  
  public void method2() { ... }  
}  
  
在这个类中，method2() 属于组"checkin-test"，在类的级别定义。而method1() 同时属于 "checkin-test" 和 "func-test".

[**TestNG官方文档中文版(6)-参数**](http://www.blogjava.net/aoxj/archive/2008/09/02/226434.html)

5.5 - Parameters  
  
测试方法不要求是无参数的。你可以在每个测试方法上使用任意数量的参数，并指示testNG传递正确的参数。  
有两种方式用于设置参数：使用testng.xml或者编程式。  
  
  5.5.1 - Parameters from testng.xml  
如果你要为你的参数使用简单值，你可以在你的testng.xml中明确指定：

@Parameters({ "first-name" })  
@Test  
public void testSingleString(String firstName) {  
  System.out.println("Invoked testString " + firstName);  
  assert "Cedric".equals(firstName);  
}

在这个代码中，我们明确指定java方法的参数“firstName”应该接收名为“first-name”xml参数的值。 这个xml参数在testng.xml中定义：

<suite name="My suite">  
  <parameter name="first-name"  value="Cedric"/>  
  <test name="Simple example">  
  <-- ![E:\Documents and Settings\fred.fanj\Local Settings\Temp\CyberArticle\af8d9545cde1241506a39d4e8fd58edf_1032_files\dot[1].gif](data:image/gif;base64,R0lGODlhDwAUAIAAAAAAAP///yH5BAQUAP8ALAAAAAAPABQAAAISjI+py+0Po5y02ostONv0DFoFADs=) -->

同样的方法可以用于注解@Before/After和@Factory:

@Parameters({ "datasource", "jdbcDriver" })  
@BeforeMethod  
public void beforeTest(String ds, String driver) {  
  m\_dataSource = ![E:\Documents and Settings\fred.fanj\Local Settings\Temp\CyberArticle\af8d9545cde1241506a39d4e8fd58edf_1032_files\dot[1].gif](data:image/gif;base64,R0lGODlhDwAUAIAAAAAAAP///yH5BAQUAP8ALAAAAAAPABQAAAISjI+py+0Po5y02ostONv0DFoFADs=);                              // look up the value of datasource  
  m\_jdbcDriver = driver;  
}

这次，两个java参数ds和driver将分别接收被设置给属性datasource和jdbc-driver的值。  
参数可以通过可选注解来声明为可选：

@Parameters("db")  
@Test  
public void testNonExistentParameter(@Optional("mysql") String db) { ![E:\Documents and Settings\fred.fanj\Local Settings\Temp\CyberArticle\af8d9545cde1241506a39d4e8fd58edf_1032_files\dot[1].gif](data:image/gif;base64,R0lGODlhDwAUAIAAAAAAAP///yH5BAQUAP8ALAAAAAAPABQAAAISjI+py+0Po5y02ostONv0DFoFADs=) }

如果在testng.xml文件中没有找到名为"db"的参数，测试方法将接受在@Optional注解中指定的默认值："mysql"  
@Parameters 注解可以在下面位置使用：  
    \* 在任何有@Test, @Before/After或者@Factory注解的方法上  
    \* 在测试类的最多一个构造函数上。这种情况下，当TestNG需要实例化测试类时，他将调用这个特别的带有初始化为testng.xml中指定的值的参数的构造函数。这个特性可以被用于初始化类内部的值域为将用于测试方法的值。  
    注意:  
        \* xml参数被以在注解中出现的相同顺序映射到java参数，如果参数数量不匹配testNG将发生错误。  
        \* 参数是有范围的。在testng.xml中，你可以在<suite>标签或者<test>标签下声明参数。如果两个参数同名，在<test>标签下定义的参数优先。非常适用于这样的场合：需要指定一个应用于所有测试的参数，但是又希望在特定测试用覆盖它的值。  
  
  5.5.2 - Parameters with DataProviders  
  
在testng.xml中指定参数，对于以下情况是不够的：  
    \* 不使用testng.xml  
    \* 需要传递复杂参数，或者参数需要从java中创建（复杂对象，从属性文件或者数据库中读取的对象）在这种情况下，你可以使用Data Provider来提供你测试需要的数值。Data Provider是类中的一个返回对象数组的数组的方法。这个方法带有@DataProvider注解：

//这个方法将提供数据给任何声明它的Data Provider名为"test1"的测试方法  
@DataProvider(name = "test1")  
public Object[][] createData1() {  
 return new Object[][] {  
   { "Cedric", new Integer(36) },  
   { "Anne", new Integer(37)},  
 };  
}  
  
//这个方法声明它的数据将由名为"test1"的Data Provider提供  
@Test(dataProvider = "test1")  
public void verifyData1(String n1, Integer n2) {  
 System.out.println(n1 + " " + n2);  
}

将打印  
    Cedric 36  
    Anne 37   
@Test方法用dataProvider属性来指定它的Data Provider。这个名字必须符合同一个类中用@DataProvider(name="...")注解的方法，它们要使用同一个匹配的名字。  
默认，将在当前类或者它的基类中查找data provider。如果你想将data provider放置到另一个类中，需要将这个data provider方法设置为静态方法，并在dataProviderClass属性中指定在哪个类中可以找到这个方法。

public static class StaticProvider {  
  @DataProvider(name = "create")  
  public static Object[][] createData() {  
    return new Object[][] {  
      new Object[] { new Integer(42) }  
    }  
  }  
}  
  
public class MyTest {  
  @Test(dataProvider = "create", dataProviderClass = StaticProvider.class)  
  public void test(Integer n) {  
    // ![E:\Documents and Settings\fred.fanj\Local Settings\Temp\CyberArticle\af8d9545cde1241506a39d4e8fd58edf_1032_files\dot[1].gif](data:image/gif;base64,R0lGODlhDwAUAIAAAAAAAP///yH5BAQUAP8ALAAAAAAPABQAAAISjI+py+0Po5y02ostONv0DFoFADs=)  
  }  
}

Data Provider方法将返回下面两个类型中的一种：  
The Data Provider method can return one of the following two types:  
    \* 对象数组的数组(Object[][]) ，外围数据的大小是测试方法将被调用的次数，而内层数组的大小和类型必须和测试方法的参数列表匹配。如同上面举例说明的。  
    \* <Object[]>的Iterator,和Object[][]的唯一差别在于Iterator容许延迟创建测试数据。testNG将一个接一个的调用iterator，再用iterator返回的参数调用测试方法。如果有很多参数集合需要传递给方法而又不想一开始就创建所有参数，会非常有用。  
  
Here is an example of this feature for both JDK 1.4 and JDK5 (note that the JDK 1.4 example does not use Generics):  
这里有一个同时适用于JDK 1.4和JDK5的例子（注意JDK 1.4的例子不使用注解）：

/\*\*  
 \* @testng.data-provider name="test1"  
 \*/  
public Iterator createData() {  
  return new MyIterator(DATA);  
)  
  
@DataProvider(name = "test1")  
public Iterator createData() {  
  return new MyIterator(DATA);  
}

如果将测试方法的第一个参数申明为java.lang.reflect.Method，TestNG将使用这个第一个参数来传递当前测试方法。当多个测试方法使用同一个@DataProvider而需要依当前申请数据的方法而定来返回不同值时特别有用。  
举例说明，下面的代码在@DataProvider中打印测试方法的名字:

@DataProvider(name = "dp")  
public Object[][] createData(Method m) {  
  System.out.println(m.getName());  // print test method name  
  return new Object[][] { new Object[] { "Cedric" }};  
}  
  
@Test(dataProvider = "dp")  
public void test1(String s) {  
}  
  
@Test(dataProvider = "dp")  
public void test2(String s) {  
}

将会显示:  
    test1  
    test2  
  
  5.5.3 - Parameters in reports  
  
被用于调用测试方法的参数将在TestNG生成的HTML报告中显示。实例如下：  
![E:\Documents and Settings\fred.fanj\Local Settings\Temp\CyberArticle\af8d9545cde1241506a39d4e8fd58edf_1032_files\parameters[1].png](data:image/png;base64,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)

[**TestNG官方文档中文版(7)-方法依赖和工厂**](http://www.blogjava.net/aoxj/archive/2008/09/02/226462.html)

5.6 - Dependent methods  
  
有些时候，你需要你的测试方法按照一个特定的顺序被调用。这非常有用，比如：  
    \* 在运行更多测试方法前确认特定数量的测试方法调用完成并且成功  
    \* 初始化测试并希望这个初始化方法也作为测试方法（被标记为@Before/After的方法将不作为最终报告的一部分）  
  
为了做到这点，需要使用@Test注解的dependsOnMethods属性或者dependsOnGroups属性。  
有两种依赖：  
    \* 强依赖。在运行你的测试方法前所有依赖方法必须运行并且成功。哪怕有一个依赖方法失败，测试方法都不会被调用，在报告中将被标记为SKIP。  
    \* 软依赖。测试方法在依赖方法运行后总是会被运行，即使某些依赖方法失败。对于只想确认测试方法是按照特定顺序运行，而测试方法并不真正依赖其他方法是否成功的情况，非常有用。软依赖通过在@Test注解中增加"alwaysRun=true"来实现。  
  
这里有一个强依赖的例子：

@Test  
public void serverStartedOk() {}  
  
@Test(dependsOnMethods = { "serverStartedOk" })  
public void method1() {}

在这个例子中，method1()被申明依赖于方法serverStartedOk()，这保证serverStartedOk() 方法将总是首先被调用。  
也可以让方法依赖于完整的测试组：

@Test(groups = { "init" })  
public void serverStartedOk() {}  
  
@Test(groups = { "init" })  
public void initEnvironment() {}  
  
@Test(dependsOnGroups = { "init.\* })  
public void method1() {}

在这里例子中，method1()被申明依赖于任何匹配正则表达式"init.\*"的组，这保证了方法serverStartedOk()和initEnvironment()总是在method1()前被调用。  
  
注意：前面说明说，在测试运行期间，属于同一个组的方法的调用顺序并不保证相同。如果一个方法的依赖失败了，而且是强依赖(默认 alwaysRun=false)，这个方法将不被标记为FAIL而是SKIP。被跳过的方法在最终的报告中报告（在HTML中用红和绿之外的其他颜色），这很重要，因为被跳过的方法并不一定是失败。  
  
dependsOnGroups和dependsOnMethods都接受正则表达式作为参数。对于dependsOnMethods, 如果你依赖的方法巧合有多个重载的版本，所有装载的方法都将被调用。如果你只想调用重载的方法中的一个，请使用dependsOnGroups。  
  
有关方法依赖的更高级的例子，请参考本文档，将使用继承来提供一个优雅的解决方案来处理多重依赖的问题。  
  
5.7 - Factories  
  
工厂类容许你动态创建测试案例。例如，想象你需要创建一个测试方法，访问一个web站点上的页面很多次，而你希望用不同的值来调用它：

public class TestWebServer {  
  @Test(parameters = { "number-of-times" })  
  public void accessPage(int numberOfTimes) {  
    while (numberOfTimes-- > 0) {  
     // access the web page  
    }  
  }  
}  
  
testng.xml:  
  
<test name="T1">  
  <parameter name="number-of-times" value="10"/>  
  <class name= "TestWebServer" />  
</test>  
  
<test name="T2">  
  <parameter name="number-of-times" value="20"/>  
  <class name= "TestWebServer"/>  
</test>  
  
<test name="T3">  
  <parameter name="number-of-times" value="30"/>  
  <class name= "TestWebServer"/>  
</test>

这种方式很快就会变的难于管理，所以作为替换品，你可以使用factory：

public class WebTestFactory {  
  @Factory  
  public Object[] createInstances() {  
   Object[] result = new Object[10];   
   for (int i = 0; i < 10; i++) {  
      result[i] = new WebTest(i \* 10);  
    return result;  
  }  
}

而新的测试类是这样：

public class WebTest {  
  private int m\_numberOfTimes;  
  public WebTest(int numberOfTimes) {  
    m\_numberOfTimes = numberOfTimes;  
  }  
  
  @Test  
  public void testServer() {  
   for (int i = 0; i < m\_numberOfTimes; i++) {  
     // access the web page  
    }  
  }  
}

testng.xml只需要引用简单引用这个包含factory方法的类，因为测试实例将在运行时被创建。

<class name="WebTestFactory" />

工厂类将像@Test和@Before/After一样接收参数，必须返回Object[]。返回的对象可以是任何类（不一定要求是和factory类一样），并且他们甚至都不需要包含TestNG的注解（这种情况下他们将被testNG忽略）。

[**TestNG官方文档中文版(8)-类级别注解和并发**](http://www.blogjava.net/aoxj/archive/2008/09/05/227103.html)

5.8 - Class level annotations  
  
@Test注解可以放置在类上：

@Test  
public class Test1 {  
  public void test1() {  
  }  
  
  public void test2() {  
  }  
}

类级别注解的效果是将这个类的所有的public方法都变成测试方法，即使他们没有被注解。还可以在需要增加属性的方法上重复@Test注解。  
  
例如:

@Test  
public class Test1 {  
  public void test1() {  
  }  
  
  @Test(groups = "g1")  
  public void test2() {  
  }  
}

将方法test1()和test2()都变成测试方法，但是在此之上，test2()现在属于组"g1".  
  
5.9 - Parallel running and time-outs  
  
可以通过使用parallel属性要求TestNG在单独的线程中运行测试。这个属性可以在两个值中取其一：

<suite name="My suite" parallel="methods" thread-count="5">  
  
<suite name="My suite" parallel="tests" thread-count="5">

    \* parallel="methods": TestNG将在单独的线程中运行测试方法，除了那些依赖其他测试方法的，这些将在同一个线程中运行，以保证他们的执行顺序。  
  
    \* parallel="tests": TestNG将在一个线程中运行所有在同一个<test>标签中的测试方法，但是每个<test>标签将在单独的线程中运行。这种方式容许把所有不是线程安全的类分组到相同的<test>标签中，保证他们将在相同的线程中运行，有利于TestNG使用尽可能多的线程来运行测试。  
  
    此外，thread-count属性容许指定运行时将分配多少线程。  
      
    注意：@Test的属性timeOut在并发和非并发模型下都可以工作。  
  
    也可以指定@Test方法在不同的线程中被调用。可以使用threadPoolSize属性来实现这样的结果：

@Test(threadPoolSize = 3, invocationCount = 10,  timeOut = 10000)  
public void testServer() {  
}

在这个例子中，方法testServer将被3个不同线程调用10次。此外，10秒种的time-out属性保证任何线程都不会长时间阻塞。

[**TestNG官方文档中文版(9)-重复失败测试,junit测试,jdk1.4支持，编程式调用和Beanshell**](http://www.blogjava.net/aoxj/archive/2008/09/05/227223.html)

5.10 - Rerunning failed tests  
  
套件中的测试失败时，每次testNG都会在输出目录中创建一个名为testng-failed.xml的文件。这个xml文件包含只重新运行这些失败的测试方法的必要信息，容许只运行这些失败的测试而不必运行全部测试。因此，一种典型的情况将是这样：

java -classpath testng.jar;%CLASSPATH% org.testng.TestNG -d test-outputs testng.xml  
java -classpath testng.jar;%CLASSPATH% org.testng.TestNG -d test-outputs test-outputs\testng-failed.xml

注意testng-failed.xml将包含所有必要的依赖方法，所以可以保证运行失败的方法而不运行任何被跳过的(失败)方法。  
  
5.11 - JUnit tests  
  
TestNG可以运行junit测试。所需要的只是在testng.classNames属性中指定junit测试类，并设置testng.junit属性为true。

<test name="Test1"   junit="true">  
  <classes>  
    <!-- ![E:\Documents and Settings\fred.fanj\Local Settings\Temp\CyberArticle\af8d9545cde1241506a39d4e8fd58edf_1035_files\dot[1].gif](data:image/gif;base64,R0lGODlhDwAUAIAAAAAAAP///yH5BAQUAP8ALAAAAAAPABQAAAISjI+py+0Po5y02ostONv0DFoFADs=) -->

这种情况下TestNG的行为类似jnit：  
  
    \* 类中所有以test\*开头的方法将被运行。  
    \* 如果测试类中有方法setUp(), 将在每次测试方法调用前被执行。  
    \* 如果测试类中有方法tearDown(),将在每次测试方法调用后被执行。  
  
5.12 - JDK 1.4  
  
TestNG也可以在JDK1.4下工作。在这种情况下，需要使用发布的jdk1.4的jar文件（名为testng-...-jdk14.jar）。唯一的差别是在于注解，jdk1.4下使用流行的XDoclet javadoc注解语法：

public class SimpleTest {  
 /\*\*  
  \* @testng.before-class = "true"  
  \*/  
  public void setUp() {  
    // code that will be invoked when this test is instantiated  
 }  
 /\*\*  
  \* @testng.test groups = "functest" dependsOnGroups = "group1,group2"  
  \*/  
  public void testItWorks() {  
    // your test code  
 }  
}

javadoc语法的规则非常简洁，和jdk1.5注解的唯一差别是数组串数组需要特别写成单独的，逗号或空格分隔的字符串。虽然值周围的双引号是可选的，但还是建议在任何情况下都使用双引号，以保证将来迁移到jdk1.5时可以比较容易。  
  
同样需要在<testng>的ant任务中指明sourcedir属性(或者在命令行中使用-sourcedir），以便testNG可以找到你的测试文件的源代码来解析javadoc注解。  
  
这里是jdk1.4和jdk5注解的语法对照表：  
  
    （表格在blog中不好排版，不在这里发了，详细内容请参考官方文档的原文：http://testng.org/doc/documentation-main.html#jdk-14。）  
  
更多jdk1.4的支持范例，请参考发行包中的test-14文件夹，这里包含全部的JDK 1.5测试对应的使用javadoc注解的内容。  
  
  
5.13 - Running TestNG programmatically  
  
在自己的程序中调用testNG也很简单:

TestListenerAdapter tla = new TestListenerAdapter();  
TestNG testng = new TestNG();  
testng.setTestClasses(new Class[] { Run2.class });  
testng.addListener(tla);  
testng.run();

这个范例创建了一个TestNG对象并运行测试类Run2。还增加了一个TestListener。你可以使用适配器类 org.testng.TestListenerAdapter或自己实现org.testng.ITestListener。这个接口包含多个回调方法，使得可以追踪测试的开始，成功，失败等等。  
  
类似的，可以使用testng.xml文件调用TestNG或者自己创建一个虚拟的testng.xml文件。为了做到这点，需要使用org.testng.xml包的类：XmlClass, XmlTest, 等等。每个类对应他们xml标签。  
  
例如，假设你想创建下面的虚拟文件：

<suite name="TmpSuite" >  
  <test name="TmpTest" >  
    <classes>  
      <class name="test.failures.Child"  />  
    <classes>  
    </test>  
</suite>

你将使用下面的代码：

XmlSuite suite = new XmlSuite();  
suite.setName("TmpSuite");  
  
XmlTest test = new XmlTest(suite);  
test.setName("TmpTest");  
List<XmlClass> classes = new ArrayList<XmlClass>();  
classes.add(new XmlClass("test.failures.Child"));  
test.setXmlClasses(classes) ;

然后你可以将XmlSuite传递给TestNG：

List<XmlSuite> suites = new ArrayList<XmlSuite>();  
suites.add(suite);  
TestNG tng = new TestNG();  
tng.setXmlSuites(suites);  
tng.run();

完整的API请参考javadoc。  
  
  
5.14 - BeanShell and advanced group selection  
  
如果testng.xml中的<include>和<exclude>标签还不足够满足你的需要，你可以使用BeanShell表达式来决定是否需要将一个特定的测试方法包含在测试操作中。只需要在<test>标签下指定这个表达式：

  <test name="BeanShell test">  
   <method-selectors>  
     <method-selector>  
       <script language="beanshell"><![CDATA[  
         groups.containsKey("test1")  
       ]]></script>  
     </method-selector>  
   </method-selectors>  
  <!-- ![E:\Documents and Settings\fred.fanj\Local Settings\Temp\CyberArticle\af8d9545cde1241506a39d4e8fd58edf_1035_files\dot[1].gif](data:image/gif;base64,R0lGODlhDwAUAIAAAAAAAP///yH5BAQUAP8ALAAAAAAPABQAAAISjI+py+0Po5y02ostONv0DFoFADs=) -->

当发现testng.xml中有<script>标签，TestNG将忽略当前<test>标签中的以后的组和方法的<include>和<exclude>标签：BeanShell表达式将是决定一个测试方法是否包含的唯一方法。  
  
这里有一些BeanShell脚本的额外信息：  
  
    \* 必须返回boolean值。除了这个约束，任何有效的BeanShell代码都被容许.(例如，你可能想在工作日返回true而在周末返回false，这将容许你更加日期不同差异性的运行测试。  
  
    \* TestNG为了便利定义了以下变量：  
  
        java.lang.reflect.Method method:  当前测试方法  
        org.testng.ITestNGMethod testngMethod:  当前测试方法的描述  
        java.util.Map<String, String> groups:  当前测试方法所属组的Map  
  
    \* 你可能需要在你的表达式前后增加CDATA声明（如上面所示）以避免讨厌的xml转义字符。