Python基础

# Python中数据类型

在Python中，能够直接处理的数据类型有以下几种：

一、**整数**

Python可以处理任意大小的整数，当然包括负整数，在Python程序中，整数的表示方法和数学上的写法一模一样，例如：1，100，-8080，0，等等。

计算机由于使用二进制，所以，有时候用十六进制表示整数比较方便，十六进制用0x前缀和0-9，a-f表示，例如：0xff00，0xa5b4c3d2，等等。

二、**浮点数**

浮点数也就是小数，之所以称为浮点数，是因为按照科学记数法表示时，一个浮点数的小数点位置是可变的，比如，1.23x10^9和12.3x10^8是相等的。浮点数可以用数学写法，如1.23，3.14，-9.01，等等。但是对于很大或很小的浮点数，就必须用科学计数法表示，把10用e替代，1.23x10^9就是1.23e9，或者12.3e8，0.000012可以写成1.2e-5，等等。

整数和浮点数在计算机内部存储的方式是不同的，整数运算永远是精确的（除法难道也是精确的？是的！），而浮点数运算则可能会有四舍五入的误差。

三、**字符串**

字符串是以''或""括起来的任意文本，比如'abc'，"xyz"等等。请注意，''或""本身只是一种表示方式，不是字符串的一部分，因此，字符串'abc'只有a，b，c这3个字符。

四、**布尔值**

布尔值和布尔代数的表示完全一致，一个布尔值只有True、False两种值，要么是True，要么是False，在Python中，可以直接用True、False表示布尔值（请注意大小写），也可以通过布尔运算计算出来。

布尔值可以用and、or和not运算。

and运算是与运算，只有所有都为 True，and运算结果才是 True。

or运算是或运算，只要其中有一个为 True，or 运算结果就是 True。

not运算是非运算，它是一个单目运算符，把 True 变成 False，False 变成 True。

五、**空值**

空值是Python里一个特殊的值，用None表示。None不能理解为0，因为0是有意义的，而None是一个特殊的空值。

此外，Python还提供了列表、字典等多种数据类型，还允许创建自定义数据类型，我们后面会继续讲到

打印输出

**print**语句可以向屏幕上输出指定的文字。比如输出'hello, world'，用代码实现如下：

>>> print 'hello, world'

# Python中的注释

Python的注释以 # 开头，后面的文字直到行尾都算注释

# Python的变量

在Python程序中，变量是用一个变量名表示，变量名必须是大小写英文、数字和下划线（\_）的组合，且不能用数字开头，比如：

a = 1

变量a是一个整数。

t\_007 = 'T007'

变量t\_007是一个字符串。

在Python中，等号=是赋值语句，可以把任意数据类型赋值给变量，同一个变量可以反复赋值，而且可以是不同类型的变量，例如：

a = 123 # a是整数

print a

a = 'imooc' # a变为字符串

print a

这种变量本身类型不固定的语言称之为**动态语言**，与之对应的是静态语言。

静态语言在定义变量时必须指定变量类型，如果赋值的时候类型不匹配，就会报错。例如Java是静态语言，赋值语句如下（// 表示注释）：

int a = 123; // a是整数类型变量

a = "mooc"; // 错误：不能把字符串赋给整型变量

和静态语言相比，动态语言更灵活，就是这个原因。

请不要把赋值语句的等号等同于数学的等号。比如下面的代码：

x = 10

x = x + 2

如果从数学上理解x = x + 2那无论如何是不成立的，在程序中，赋值语句先计算右侧的表达式x + 2，得到结果12，再赋给变量x。由于x之前的值是10，重新赋值后，x的值变成12。

最后，理解变量在计算机内存中的表示也非常重要。当我们写：a = 'ABC'时，Python解释器干了两件事情：

1. 在内存中创建了一个'ABC'的字符串；

2. 在内存中创建了一个名为a的变量，并把它指向'ABC'。

也可以把一个变量a赋值给另一个变量b，这个操作实际上是把变量b指向变量a所指向的数据，例如下面的代码：

a = 'ABC'

b = a

a = 'XYZ'

print b

最后一行打印出变量b的内容到底是'ABC'呢还是'XYZ'？如果从数学意义上理解，就会错误地得出b和a相同，也应该是'XYZ'，但实际上b的值是'ABC'，让我们一行一行地执行代码，就可以看到到底发生了什么事：

执行a = 'ABC'，解释器创建了字符串  'ABC'和变量 a，并把a指向 'ABC'：
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执行b = a，解释器创建了变量 b，并把b指向 a 指向的字符串'ABC'：
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执行a = 'XYZ'，解释器创建了字符串'XYZ'，并把a的指向改为'XYZ'，但b并没有更改：

[![http://img.mukewang.com/53fc5e9f0001b98d02360090.jpg](data:image/png;base64,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)](http://img.mukewang.com/53fc5e9f0001b98d02360090.jpg)

所以，最后打印变量b的结果自然是'ABC'了。

# 数据类型

## Python中定义字符串。

字符串可以用''或者""括起来表示。

如果字符串本身包含'怎么办？比如我们要表示字符串 I'm OK ，这时，可以用" "括起来表示：

"I'm OK"

类似的，如果字符串包含"，我们就可以用' '括起来表示：

'Learn "Python" is useful'

如果字符串既包含'又包含"怎么办？

这个时候，就需要对字符串的某些特殊字符进行“转义”，Python字符串用\进行转义。

要表示字符串 Bob said "I'm OK".  
由于 ' 和 " 会引起歧义，因此，我们在它前面插入一个\表示这是一个普通字符，不代表字符串的起始，因此，这个字符串又可以表示为:

'Bob said \"I\'m OK\".'

**注意：**转义字符 \ 不计入字符串的内容中。

常用的转义字符还有：

\n 表示换行

\t 表示一个制表符

\\ 表示 \ 字符本身

## Python中raw字符串与多行字符串

如果一个字符串包含很多需要转义的字符，对每一个字符都进行转义会很麻烦。为了避免这种情况，我们可以在字符串前面加个前缀 r ，表示这是一个 raw 字符串，里面的字符就不需要转义了。例如：

r'\(~\_~)/ \(~\_~)/'

但是r'...'表示法不能表示多行字符串，也不能表示包含'和 "的字符串（为什么？）

如果要表示多行字符串，可以用'''...'''表示：

'''Line 1

Line 2

Line 3'''

上面这个字符串的表示方法和下面的是完全一样的：

'Line 1\nLine 2\nLine 3'

还可以在多行字符串前面添加 r ，把这个多行字符串也变成一个raw字符串：

r'''Python is created by "Guido".

It is free and easy to learn.

Let's start learn Python in imooc!'''

## Python中Unicode字符串

字符串还有一个编码问题。

因为计算机只能处理数字，如果要处理文本，就必须先把文本转换为数字才能处理。最早的计算机在设计时采用8个比特（bit）作为一个字节（byte），所以，一个字节能表示的最大的整数就是255（二进制11111111=十进制255），0 - 255被用来表示大小写英文字母、数字和一些符号，这个编码表被称为ASCII编码，比如大写字母 A 的编码是65，小写字母 z 的编码是122。

如果要表示中文，显然一个字节是不够的，至少需要两个字节，而且还不能和ASCII编码冲突，所以，中国制定了GB2312编码，用来把中文编进去。

类似的，日文和韩文等其他语言也有这个问题。为了统一所有文字的编码，Unicode应运而生。Unicode把所有语言都统一到一套编码里，这样就不会再有乱码问题了。

Unicode通常用两个字节表示一个字符，原有的英文编码从单字节变成双字节，只需要把高字节全部填为0就可以。

因为Python的诞生比Unicode标准发布的时间还要早，所以最早的Python只支持ASCII编码，普通的字符串'ABC'在Python内部都是ASCII编码的。

Python在后来添加了对Unicode的支持，以Unicode表示的字符串用u'...'表示，比如：

print u'中文'

中文

**注意:** 不加 u ，中文就不能正常显示。

Unicode字符串除了多了一个 u 之外，与普通字符串没啥区别，转义字符和多行表示法仍然有效：

**转义：**

u'中文\n日文\n韩文'

**多行：**

u'''第一行

第二行'''

**raw+多行：**

ur'''Python的Unicode字符串支持"中文",

"日文",

"韩文"等多种语言'''

如果中文字符串在Python环境下遇到 UnicodeDecodeError，这是因为.py文件保存的格式有问题。可以在第一行添加注释

# -\*- coding: utf-8 -\*-

目的是告诉Python解释器，用UTF-8编码读取源代码。然后用Notepad++ 另存为... 并选择UTF-8格式保存。

## Python中整数和浮点数的运算

Python支持对整数和浮点数直接进行四则混合运算，运算规则和数学上的四则运算规则完全一致。

基本的运算：

1 + 2 + 3 # ==> 6

4 \* 5 - 6 # ==> 14

7.5 / 8 + 2.1 # ==> 3.0375

使用括号可以提升优先级，这和数学运算完全一致，注意只能使用小括号，但是括号可以嵌套很多层：

(1 + 2) \* 3 # ==> 9

(2.2 + 3.3) / (1.5 \* (9 - 0.3)) # ==> 0.42145593869731807

和数学运算不同的地方是，Python的整数运算结果仍然是整数，浮点数运算结果仍然是浮点数：

1 + 2 # ==> 整数 3

1.0 + 2.0 # ==> 浮点数 3.0

但是整数和浮点数混合运算的结果就变成浮点数了：

1 + 2.0 # ==> 浮点数 3.0

为什么要区分整数运算和浮点数运算呢？这是因为整数运算的结果永远是精确的，而浮点数运算的结果不一定精确，因为计算机内存再大，也无法精确表示出无限循环小数，比如 0.1 换成二进制表示就是无限循环小数。

那整数的除法运算遇到除不尽的时候，结果难道不是浮点数吗？我们来试一下：

11 / 4 # ==> 2

令很多初学者惊讶的是，Python的整数除法，即使除不尽，结果仍然是整数，余数直接被扔掉。不过，Python提供了一个求余的运算 % 可以计算余数：

11 % 4 # ==> 3

如果我们要计算 11 / 4 的精确结果，按照“整数和浮点数混合运算的结果是浮点数”的法则，把两个数中的一个变成浮点数再运算就没问题了：

11.0 / 4 # ==> 2.75

## Python中布尔类型

我们已经了解了Python支持布尔类型的数据，布尔类型只有True和False两种值，但是布尔类型有以下几种运算：

**与运算**：只有两个布尔值都为 True 时，计算结果才为 True。

True and True # ==> True

True and False # ==> False

False and True # ==> False

False and False # ==> False

**或运算**：只要有一个布尔值为 True，计算结果就是 True。

True or True # ==> True

True or False # ==> True

False or True # ==> True

False or False # ==> False

**非运算**：把True变为False，或者把False变为True：

not True # ==> False

not False # ==> True

布尔运算在计算机中用来做条件判断，根据计算结果为True或者False，计算机可以自动执行不同的后续代码。

在Python中，布尔类型还可以与其他数据类型做 and、or和not运算，请看下面的代码：

a = True

print a and 'a=T' or 'a=F'

计算结果不是布尔类型，而是字符串 'a=T'，这是为什么呢？

因为Python把0、空字符串''和None看成 False，其他数值和非空字符串都看成 True，所以：

True and 'a=T' 计算结果是 'a=T'

继续计算 'a=T' or 'a=F' 计算结果还是 'a=T'

**要解释上述结果，又涉及到 and 和 or 运算的一条重要法则：短路计算。**

1. 在计算 a and b 时，如果 a 是 False，则根据与运算法则，整个结果必定为 False，因此返回 a；如果 a 是 True，则整个计算结果必定取决与 b，因此返回 b。

2. 在计算 a or b 时，如果 a 是 True，则根据或运算法则，整个计算结果必定为 True，因此返回 a；如果 a 是 False，则整个计算结果必定取决于 b，因此返回 b。

所以Python解释器在做布尔运算时，只要能提前确定计算结果，它就不会往后算了，直接返回结果。

# Python—List

## Python创建list

Python内置的一种数据类型是列表：list。list是一种有序的集合，可以随时添加和删除其中的元素。

比如，列出班里所有同学的名字，就可以用一个list表示：

>>> ['Michael', 'Bob', 'Tracy']

list是数学意义上的有序集合，也就是说，list中的元素是按照顺序排列的。

## Python按照索引访问list

由于list是一个有序集合，所以，我们可以用一个list按分数从高到低表示出班里的3个同学：

>>> L = ['Adam', 'Lisa', 'Bart']

那我们如何从list中获取指定第 N 名的同学呢

**需要特别注意的是**，索引从 0 开始，也就是说，第一个元素的索引是0，第二个元素的索引是1，以此类推。

因此，要打印第一名同学的名字，用 L[0]:

>>> print L[0]

Adam

要打印第二名同学的名字，用 L[1]:

>>> print L[1]

Lisa

要打印第四名同学的名字，用 L[3]:

>>> print L[3]

4 (most recent call last):

File "<stdin>", line 1, in <module>

IndexError: list index out of range

报错了！IndexError意思就是索引超出了范围，因为上面的list只有3个元素，有效的索引是 0，1，2。

所以，使用索引时，**千万注意不要越界**。

## Python之倒序访问list

List的倒序检索：最后一个为L[-1]，倒数第二个为 L[-2] …..

注意倒序检索也不能越界！！

## Python之添加新元素

**append()； 在集合最后边添加新的元素；**

**L.insert(0, 'Paul')； 把元素插入到定义的位置。**

现在，班里有3名同学：

>>> L = ['Adam', 'Lisa', 'Bart']

今天，班里转来一名新同学 Paul，如何把新同学添加到现有的 list 中呢？

第一个办法是用 list 的 append() 方法，把新同学追加到 list 的末尾：

>>> L = ['Adam', 'Lisa', 'Bart']

>>> L.append('Paul')

>>> print L

['Adam', 'Lisa', 'Bart', 'Paul']

**append()**总是把新的元素添加到 list 的尾部。

如果 Paul 同学表示自己总是考满分，要求添加到第一的位置，怎么办？

方法是用list的 insert()方法，它接受两个参数，第一个参数是索引号，第二个参数是待添加的新元素：

>>> L = ['Adam', 'Lisa', 'Bart']

>>> L.insert(0, 'Paul')

>>> print L

['Paul', 'Adam', 'Lisa', 'Bart']

**L.insert(0, 'Paul')** 的意思是，'Paul'将被添加到索引为 0 的位置上（也就是第一个），而原来索引为 0 的Adam同学，以及后面的所有同学，都自动向后移动一位。

## Python从list删除元素

L.pop() 删除集合的最后一个元素

L.pop(元素下标) 删除指定下标的元素

## Python中替换元素

L[要替换的下标]=要替换的元素（也可用倒序索引）。

## Python之创建tuple

tuple是另一种有序的列表，中文翻译为“ **元组** ”。tuple 和 list 非常类似，但是，tuple一旦创建完毕，就不能修改了。

同样是表示班里同学的名称，用tuple表示如下：

>>> t = ('Adam', 'Lisa', 'Bart')

创建tuple和创建list唯一不同之处是用( )替代了[ ]。

## Python之创建单元素tuple

tuple和list一样，可以包含 0 个、1个和任意多个元素。

包含多个元素的 tuple，前面我们已经创建过了。

包含 0 个元素的 tuple，也就是空tuple，直接用 ()表示：

创建包含1个元素的 tuple 呢？来试试：

>>> t = (1)

>>> print t

1

好像哪里不对！t 不是 tuple ，而是整数1。**为什么**呢？

因为()既可以表示tuple，又可以作为括号表示运算时的优先级，结果 (1) 被Python解释器计算出结果 1，导致我们得到的不是tuple，而是整数 1。

正是因为用()定义单元素的tuple有歧义，所以 Python 规定，单元素 tuple 要多加一个逗号“,”，这样就避免了歧义：

>>> t = (1,) #单个tuple需在元素后加逗号

>>> print t

(1,)

Python在打印单元素tuple时，也自动添加了一个“,”，为了更明确地告诉你这是一个tuple。

多元素 tuple 加不加这个额外的“,”效果是一样的：

>>> t = (1, 2, 3,)

>>> print t

(1, 2, 3)

## Python之“可变”的tuple

前面我们看到了tuple一旦创建就不能修改。现在，我们来看一个“可变”的tuple：

>>> t = ('a', 'b', ['A', 'B'])

**注意**到 t 有 3 个元素：**'a'，'b'**和一个list：**['A', 'B']**。list作为一个整体是tuple的第3个元素。list对象可以通过 t[2] 拿到：

>>> L = t[2]

然后，我们把list的两个元素改一改：

>>> L[0] = 'X'

>>> L[1] = 'Y'

再看看tuple的内容：

>>> print t

('a', 'b', ['X', 'Y'])

tuple包含的3个元素存储分析：
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当我们把list的元素**'A'和'B'**修改为**'X'和'Y'**后，tuple变为：

[![http://img.mukewang.com/540538e9000110c003500260.jpg](data:image/png;base64,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)](http://img.mukewang.com/540538e9000110c003500260.jpg)

tuple所谓的**“不变”**是说，tuple的每个元素，指向永远不变。即**指向'a'，就不能改成指向'b'**，指向一个list，就不能改成指向其他对象，但指向的这个list本身是可变的！

理解了**“指向不变”**后，要创建一个内容也不变的tuple就必须保证tuple的每一个元素本身也不能变。

# Python—判断、循环

## Python之if语句

If示例，注意缩进

age = 20

if age >= 18:

print 'your age is', age

print 'adult'

else:

print 'age is smaller than 18'

print 'END

'

**注意:**Python代码的缩进规则。具有相同缩进的代码被视为代码块，上面的3，4行 print 语句就构成一个代码块（但不包括第5行的print）。如果 if 语句判断为 True，就会执行这个代码块。

缩进请严格按照Python的习惯写法：4个空格，不要使用Tab，更不要混合Tab和空格，否则很容易造成因为缩进引起的语法错误。

**注意**: if 语句后接表达式，然后用:表示代码块开始。

如果你在Python交互环境下敲代码，还要特别留意缩进，并且退出缩进需要多敲一行回车：

## Python之 if-elif-else

要避免嵌套结构的 if ... else ...，我们可以用 if ... 多个elif ... else ... 的结构，一次写完所有的规则：

if age >= 18:

print 'adult'

elif age >= 6:

print 'teenager'

elif age >= 3:

print 'kid'

else:

print 'baby'

elif 意思就是 else if。这样一来，我们就写出了结构非常清晰的一系列条件判断。

**特别注意:**这一系列条件判断会从上到下依次判断，如果某个判断为 True，执行完对应的代码块，后面的条件判断就直接忽略，不再执行了。

## Python之 for循环

list或tuple可以表示一个有序集合。如果我们想依次访问一个list中的每一个元素呢？比如 list：

Python的 for 循环就可以依次把list或tuple的每个元素迭代出来：

L = ['Adam', 'Lisa', 'Bart']

for name in L:

print name

**注意:** name 这个变量是在 for 循环中定义的，意思是，依次取出list中的每一个元素，并把元素赋值给 name，然后执行for循环体（就是缩进的代码块）。

## Python之 while循环

和 for 循环不同的另一种循环是 while 循环，while 循环不会迭代 list 或 tuple 的元素，而是根据表达式判断循环是否结束。

比如要从 0 开始打印不大于 N 的整数：

N = 10

x = 0

while x < N:

print x

x = x + 1

while循环每次先判断 x < N，如果为True，则执行循环体的代码块，否则，退出循环。

在循环体内，x = x + 1 会让 x 不断增加，最终因为 x < N 不成立而退出循环。

如果没有这一个语句，**while循环在判断 x < N 时总是为True**，就会无限循环下去，变成死循环，所以要特别留意while循环的退出条件。

## Python之 break退出循环

用 for 循环或者 while 循环时，如果要在循环体内直接退出循环，可以使用 break 语句。

比如计算1至100的整数和，我们用while来实现：

sum = 0

x = 1

while True:

sum = sum + x

x = x + 1

if x > 100:

break

print sum

在循环体内，判断了 x > 100 条件成立时，用break语句退出循环，这样也可以实现循环的结束。

## Python之 continue继续循环

在循环过程中，可以用break退出当前循环，还可以用continue跳过后续循环代码，继续下一次循环。

计算平均分：

L = [75, 98, 59, 81, 66, 43, 69, 85]

想要统计及格分数的平均分，就要把 x < 60 的分数剔除掉，这时，利用 continue，可以做到当 x < 60的时候，不继续执行循环体的后续代码，直接进入下一次循环：

for x in L:

if x < 60:

continue

sum = sum + x

n = n + 1

## Python之 多重循环

在循环内部，还可以嵌套循环，我们来看一个例子：

for x in ['A', 'B', 'C']:

for y in ['1', '2', '3']:

print x + y

x 每循环一次，y 就会循环 3 次

# Python—dict/set

## Python-dict 基本用法

用法类似于java的map，写法为java—map的json写法

d = {

'Adam': 95,

'Lisa': 85,

'Bart': 59

}

* 可以简单地使用 d[key] 的形式来查找对应的 value
* len(d) #函数返回dict的长度
* 判断 key 是否存在，用 in 操作符：

if 'Paul' in d:

print d['Paul']

* dict供的一个 get 方法，获取value值，在Key不存在的时候，返回None：

>>> print d.get('Bart')

59

>>> print d.get('Paul')

None

* Python更新dict

dict是可变的，也就是说，我们可以随时往dict中添加新的 key-value。比如已有dict：

d = {

'Adam': 95,

'Lisa': 85,

'Bart': 59

}

要把新同学'Paul'的成绩 72 加进去，用赋值语句：

>>> d['Paul'] = 72

如果 key 已经存在，则赋值会用新的 value 替换掉原来的 value：

## Python中dict的特点

* **dict的第一个特点是查找速度快，无论dict有10个元素还是10万个元素，查找速度都一样**。而list的查找速度随着元素增加而逐渐下降。

不过**dict的缺点是占用内存大，还会浪费很多内容**，list正好相反，占用内存小，但是查找速度慢。

* **dict的第二个特点就是存储的key-value序对是没有顺序的！**这和list不一样：

dict内部是**无序**的，不能用dict存储有序的集合。

* **dict的第三个特点是作为 key 的元素必须不可变**，Python的基本类型如字符串、整数、浮点数都是不可变的，都可以作为 key。但是list是可变的，就不能作为 key。由于dict是按 key 查找，所以，在一个dict中，key不能重复。

## Python之 遍历dict

由于dict也是一个集合，所以，遍历dict和遍历list类似，都可以通过 for 循环实现。

直接使用for循环可以遍历 dict 的 key：

>>> d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

>>> for key in d:

... print key

...

Lisa

Adam

Bart

由于通过 key 可以获取对应的 value，因此，在循环体内，可以获取到value的值。

## Python--set

* **set 持有一系列元素，这一点和 list 很像，但是set的元素没有重复，而且是无序的，这点和 dict 的 key很像。**

创建 set 的方式是调用 set() 并传入一个 list，list的元素将作为set的元素：

>>> s = set(['A', 'B', 'C'])

* **由于set存储的是无序集合，所以我们没法通过索引来访问。**

访问 set中的某个元素实际上就是判断一个元素是否在set中。

>>> 'B' in s #此方法严格区分大小写，如果是小写b，则返回false

True

>>> s = set([1, 2, 3])

>>> s.add(4) #set添加元素

>>> print s

set([1, 2, 3, 4])

删除set中的元素时，用set的remove()方法：

>>> s = set([1, 2, 3, 4])

>>> s.remove(4) #删除set中的已有元素，删之前需判断元素是否存在，不存在的话会报错

>>> print s

set([1, 2, 3])

## Python之 set的特点的应用

**set的内部结构和dict很像，唯一区别是不存储value，**因此，判断一个元素是否在set中速度很快。

**set存储的元素和dict的key类似，必须是不变对象**，因此，任何可变对象是不能放入set中的。

最后，set存储的元素也是没有顺序的。

常用来判断对象是否包含在set里。

## Python之 遍历set

由于 set 也是一个集合，所以，遍历 set 和遍历 list 类似，都可以通过 for 循环实现。

直接使用 for 循环可以遍历 set 的元素：

>>> s = set(['Adam', 'Lisa', 'Bart'])

>>> for name in s:

... print name

...

Lisa

Adam

Bart

**注意:**观察 for 循环在遍历set时，元素的顺序和list的顺序很可能是不同的，而且不同的机器上运行的结果也可能不同。

# Python之函数

## 单返回参数函数

在Python中，定义一个函数要使用 **def** 语句，依次写出函数名、括号、括号中的参数和冒号:，然后，在缩进块中编写函数体，函数的返回值用 return语句返回。

我们以自定义一个求绝对值的 my\_abs 函数为例：

def my\_abs(x):

if x >= 0:

return x

else:

return -x

**请注意**，函数体内部的语句在执行时，一旦执行到return时，函数就执行完毕，并将结果返回。因此，函数内部通过条件判断和循环可以实现非常复杂的逻辑。

**return None可以简写为return。**

如果没有return语句，函数执行完毕后也会返回结果，只是结果为 None。

## 多个返回参数函数

比如在游戏中经常需要从一个点移动到另一个点，给出坐标、位移和角度，就可以计算出新的坐标：

**# math**包提供了**sin()**和 **cos()**函数，我们先用import引用它：

import math

def move(x, y, step, angle):

nx = x + step \* math.cos(angle)

ny = y - step \* math.sin(angle)

return nx, ny

这样我们就可以同时获得返回值：

>>> x, y = move(100, 100, 60, math.pi / 6)

>>> print x, y

151.961524227 70.0

但其实这只是一种假象，Python函数返回的仍然是单一值：

>>> r = move(100, 100, 60, math.pi / 6)

>>> print r

(151.96152422706632, 70.0)

用print打印返回结果，原来返回值是一个**tuple**！

但是，在语法上，返回一个tuple可以省略括号，而多个变量可以同时接收一个tuple，按位置赋给对应的值，所以，**Python的函数**返回多值其实就是**返回一个tuple**，但写起来更方便。

## Python之递归函数

在函数内部，可以调用其他函数。如果一个函数在内部调用自身本身，这个函数就是递归函数。

举个例子，我们来计算阶乘 n! = 1 \* 2 \* 3 \* ... \* n，用函数 fact(n)表示，可以看出：

fact(n) = n! = 1 \* 2 \* 3 \* ... \* (n-1) \* n = (n-1)! \* n = fact(n-1) \* n

所以，**fact(n)**可以表示为 **n \* fact(n-1)**，只有n=1时需要特殊处理。

于是，fact(n)用递归的方式写出来就是：

def fact(n):

if n==1:

return 1

return n \* fact(n - 1)

>>> fact(5)

120

>>> fact(100)

93326215443944152681699238856266700490715968264381621468592963895217599993229915608941463976156518286253697920827223758251185210916864000000000000000000000000L

使用递归函数需要注意防止栈溢出。在计算机中，函数调用是通过栈（stack）这种数据结构实现的，每当进入一个函数调用，栈就会加一层栈帧，每当函数返回，栈就会减一层栈帧。由于栈的大小不是无限的，所以，递归调用的次数过多，会导致栈溢出。可以试试计算 fact(10000)。

## Python之定义默认参数

定义函数的时候，还可以有默认参数。

例如Python自带的 **int()** 函数，其实就有两个参数，我们既可以传一个参数，又可以传两个参数：

>>> int('123')

123

>>> int('123', 8)

83

int()函数的第二个参数是转换进制，如果不传，默认是十进制 (base=10)，如果传了，就用传入的参数。

可见，**函数的默认参数的作用是简化调用**，你只需要把必须的参数传进去。但是在需要的时候，又可以传入额外的参数来覆盖默认参数值。

我们来定义一个计算 x 的N次方的函数:

def power(x, n):

s = 1

while n > 0:

n = n - 1

s = s \* x

return s

假设计算平方的次数最多，我们就可以把 n 的默认值设定为 2：

def power(x, n=2):

s = 1

while n > 0:

n = n - 1

s = s \* x

return s

这样一来，计算平方就不需要传入两个参数了：

>>> power(5)

25

由于函数的参数按从左到右的顺序匹配，所以**默认参数只能定义在必需参数的后面：**

# OK:

def fn1(a, b=1, c=2):

pass

# Error:

def fn2(a=1, b):

pass

## Python之定义可变参数

如果想让一个函数能接受任意个参数，我们就可以定义一个可变参数：

def fn(\*args):

print args

可变参数的名字前面有个 **\***号，我们可以传入0个、1个或多个参数给可变参数：

>>> fn ()

>>> fn('a')

('a',)

>>> fn('a', 'b')

('a', 'b')

可变参数也不是很神秘，Python解释器会把传入的一组参数组装成一个tuple传递给可变参数，因此，在函数内部，直接把变量 args 看成一个 tuple 就好了。

定义可变参数的目的也是为了简化调用。假设我们要计算任意个数的平均值，就可以定义一个可变参数：

def average(\*args):

...

这样，在调用的时候，可以这样写：

>>> average()

0

>>> average(1, 2)

1.5

# Python—切片

## 对list进行切片

取一个list的部分元素是非常常见的操作。比如，一个list如下：

>>> L = ['Adam', 'Lisa', 'Bart', 'Paul']

取前3个元素，应该怎么做？

笨办法：

>>> [L[0], L[1], L[2]]

['Adam', 'Lisa', 'Bart']

之所以是笨办法是因为扩展一下，取前N个元素就没辙了。

取前N个元素，也就是索引为0-(N-1)的元素，可以用循环：

>>> r = []

>>> n = 3

>>> for i in range(n):

... r.append(L[i])

...

>>> r

['Adam', 'Lisa', 'Bart']

对这种经常取指定索引范围的操作，用循环十分繁琐，因此，Python提供了切片（Slice）操作符，能大大简化这种操作。

对应上面的问题，取前3个元素，用一行代码就可以完成切片：

>>> L[0:3]

['Adam', 'Lisa', 'Bart']

L[0:3]表示，从索引0开始取，直到索引3为止，但不包括索引3。即索引0，1，2，正好是3个元素。

如果第一个索引是0，还可以省略：

>>> L[:3]

['Adam', 'Lisa', 'Bart']

也可以从索引1开始，取出2个元素出来：

>>> L[1:3]

['Lisa', 'Bart']

只用一个 **:** ，表示从头到尾：

>>> L[:]

['Adam', 'Lisa', 'Bart', 'Paul']

因此，L[:]实际上复制出了一个新list。

切片操作还可以指定第三个参数：

>>> L[::2]

['Adam', 'Bart']

第三个参数表示每N个取一个，上面的 L[::2] 会每两个元素取出一个来，也就是隔一个取一个。

把list换成tuple，切片操作完全相同，只是切片的结果也变成了tuple。

## 倒序切片

对于list，Python支持L[-1]取倒数第一个元素，它同样支持倒数切片

>>> L = ['Adam', 'Lisa', 'Bart', 'Paul']

>>> L[-2:]

['Bart', 'Paul']

>>> L[:-2]

['Adam', 'Lisa']

>>> L[-3:-1]

['Lisa', 'Bart']

>>> L[-4:-1:2]

['Adam', 'Bart']

倒数第一个元素的索引是-1。倒序切片包含起始索引，不包含结束索引。

## 对字符串切片

字符串 'xxx'和 Unicode字符串 u'xxx'也可以看成是一种list，每个元素就是一个字符。因此，字符串也可以用切片操作，只是操作结果仍是字符串：

>>> 'ABCDEFG'[:3]

'ABC'

>>> 'ABCDEFG'[-3:]

'EFG'

>>> 'ABCDEFG'[::2]

'ACEG'

在很多编程语言中，针对字符串提供了很多各种截取函数，其实目的就是对字符串切片。Python没有针对字符串的截取函数，只需要切片一个操作就可以完成，非常简单。

# Python—迭代

## 什么是迭代

在Python中，如果给定一个**list**或**tuple**，我们可以通过for循环来遍历这个list或tuple，这种遍历我们成为迭代（Iteration）。

在Python中，迭代是通过 for ... in 来完成的，而很多语言比如C或者Java，迭代list是通过下标完成的，比如Java代码：

for (i=0; i<list.length; i++) {

n = list[i];

}

可以看出，Python的for循环抽象程度要高于Java的for循环。

**因为 Python 的 for循环不仅可以用在list或tuple上，还可以作用在其他任何可迭代对象上。**

因此，迭代操作就是对于一个集合，无论该集合是有序还是无序，我们用 for 循环总是可以依次取出集合的每一个元素。

**注意**: 集合是指包含一组元素的数据结构，我们已经介绍的包括：

1. **有序集合**：list，tuple，str和unicode；

2. **无序集合**：set

3. **无序集合并且具有 key-value 对**：dict

而迭代是一个动词，它指的是一种操作，在Python中，就是 for 循环。

迭代与按下标访问数组最大的不同是，后者是一种具体的迭代实现方式，而前者只关心迭代结果，根本不关心迭代内部是如何实现的。

请用for循环迭代数列 1-100 并打印出7的倍数。

用range(1, 101)可以创建数组。

**参考代码:**

for i in range(1, 101):

if i % 7 == 0:

print i

## 索引迭代

Python中，**迭代永远是取出元素本身，而非元素的索引。**

对于有序集合，元素确实是有索引的。有的时候，我们确实想在 for 循环中拿到索引，怎么办？

方法是使用 **enumerate() 函数**：

>>> L = ['Adam', 'Lisa', 'Bart', 'Paul']

>>> for index, name in enumerate(L):

... print index, '-', name

...

0 - Adam

1 - Lisa

2 - Bart

3 - Paul

使用 enumerate() 函数，我们可以在for循环中同时绑定索引index和元素name。但是，这不是 enumerate() 的特殊语法。实际上，enumerate() 函数把：

**['Adam', 'Lisa', 'Bart', 'Paul']**

变成了类似：

**[(0, 'Adam'), (1, 'Lisa'), (2, 'Bart'), (3, 'Paul')]**

因此，迭代的每一个元素实际上是一个tuple：

for t in enumerate(L):

index = t[0]

name = t[1]

print index, '-', name

如果我们知道每个tuple元素都包含两个元素，for循环又可以进一步简写为：

for index, name in enumerate(L):

print index, '-', name

这样不但代码更简单，而且还少了两条赋值语句。

可见，索引迭代也不是真的按索引访问，而是由 enumerate() 函数自动把每个元素变成 (index, element) 这样的tuple，再迭代，就同时获得了索引和元素本身。

## 迭代dict的value

我们已经了解了**dict对象**本身就是可**迭代对象**，用 for 循环直接迭代 dict，可以每次拿到dict的一个key。

如果我们希望迭代 dict 对象的value，应该怎么做？

dict 对象有一个 **values() 方法**，这个方法把dict转换成一个包含所有value的list，这样，我们迭代的就是 dict的每一个 value：

d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

print d.values()

# [85, 95, 59]

for v in d.values():

print v

# 85

# 95

# 59

如果仔细阅读Python的文档，还可以发现，dict除了**values()**方法外，还有一个 **itervalues()** 方法，用 **itervalues()** 方法替代 **values()** 方法，迭代效果完全一样：

d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

print d.itervalues()

# <dictionary-valueiterator object at 0x106adbb50>

for v in d.itervalues():

print v

# 85

# 95

# 59

**那这两个方法有何不同之处呢？**

1. **values()** 方法实际上把一个 dict 转换成了包含 value 的list。

2. 但是 **itervalues()** 方法不会转换，它会在迭代过程中依次从 dict 中取出 value，所以 itervalues() 方法比 values() 方法节省了生成 list 所需的内存。

3. 打印 itervalues() 发现它返回一个 <dictionary-valueiterator> 对象，这说明在Python中，**for 循环可作用的迭代对象远不止 list，tuple，str，unicode，dict等**，任何可迭代对象都可以作用于for循环，而内部如何迭代我们通常并不用关心。

**如果一个对象说自己可迭代，那我们就直接用 for 循环去迭代它，可见，迭代是一种抽象的数据操作，它不对迭代对象内部的数据有任何要求。**

## 迭代dict的key和value

我们了解了如何**迭代 dict** 的**key**和**value**，那么，在一个 for 循环中，能否同时迭代 key和value？答案是肯定的。

首先，我们看看 dict 对象的 **items()** 方法返回的值：

>>> d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

>>> print d.items()

[('Lisa', 85), ('Adam', 95), ('Bart', 59)]

可以看到，items() 方法把dict对象转换成了包含tuple的list，我们对这个list进行迭代，可以同时获得key和value：

>>> for key, value in d.items():

... print key, ':', value

...

Lisa : 85

Adam : 95

Bart : 59

和 values() 有一个 itervalues() 类似， **items()** 也有一个对应的 **iteritems()**，iteritems() 不把dict转换成list，而是在迭代过程中不断给出 tuple，所以， iteritems() 不占用额外的内存。

# Python--列表

## 生成列表

要生成list [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]，我们可以用range(1, 11)：

>>> range(1, 11)

[1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

但如果要生成[1x1, 2x2, 3x3, ..., 10x10]怎么做？方法一是循环：

>>> L = []

>>> for x in range(1, 11):

... L.append(x \* x)

...

>>> L

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

但是循环太繁琐，而列表生成式则可以用一行语句代替循环生成上面的list：

>>> [x \* x for x in range(1, 11)]

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

这种写法就是Python特有的列表生成式。利用列表生成式，可以以非常简洁的代码生成 list。

写列表生成式时，把要生成的元素 x \* x 放到前面，后面跟 for 循环，就可以把list创建出来，十分有用，多写几次，很快就可以熟悉这种语法。

## 复杂表达式

使用**for循环**的迭代不仅可以迭代普通的list，还可以迭代dict。

假设有如下的dict：

d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

完全可以通过一个复杂的列表生成式把它变成一个 HTML 表格：

tds = ['<tr><td>%s</td><td>%s</td></tr>' % (name, score) for name, score in d.iteritems()]

print '<table>'

print '<tr><th>Name</th><th>Score</th><tr>'

print '\n'.join(tds)

print '</table>'

**注：**字符串可以通过 % 进行格式化，用指定的参数替代%s。字符串的join()方法可以把一个 list 拼接成一个字符串。

把打印出来的结果保存为一个html文件，就可以在浏览器中看到效果了：

<table border="1">

<tr><th>Name</th><th>Score</th><tr>

<tr><td>Lisa</td><td>85</td></tr>

<tr><td>Adam</td><td>95</td></tr>

<tr><td>Bart</td><td>59</td></tr>

</table>
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## 条件过滤

列表生成式的 **for 循环后面还可以加上 if 判断**。例如：

>>> [x \* x for x in range(1, 11)]

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

如果我们只想要偶数的平方，不改动 range()的情况下，可以加上 if 来筛选：

>>> [x \* x for x in range(1, 11) if x % 2 == 0]

[4, 16, 36, 64, 100]

## 多层表达式

for循环可以嵌套，因此，在列表生成式中，也可以用多层 for 循环来生成列表。

对于字符串 'ABC' 和 '123'，可以使用两层循环，生成全排列：

>>> [m + n for m in 'ABC' for n in '123']

['A1', 'A2', 'A3', 'B1', 'B2', 'B3', 'C1', 'C2', 'C3']

翻译成循环代码就像下面这样：

L = []

for m in 'ABC':

for n in '123':

L.append(m + n)